Enterprise risk evaluation and continuous mitigation using the fuzzy-multiattribute decision making—A conceptual approach
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Abstract

Software development processes generally follow easily identifiable stages and become increasingly more challenging. They differ from traditional manufacturing project stages in various ways, which make them very risky and uncertain. Traditional software risk management practices are more focused on qualitative judgment and experiences; however, with exponential growth in number and size, software companies require effective scientific methodology for risk management. The main objective of this study is to increase the effectiveness of risk detection and mitigation practices in the software development process. Another objective is to analyze these practices, identify the areas for improvement, and develop a mechanism for their quantification. We also aim to identify the processes, which cause problems and suggest strategy to eliminate or reduce the harmful effect of these processes in minimum possible cost and time. Analytical hierarchy process and fuzzy set theory are suggested as effective tools to achieve this objective.
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1. Introduction

Software development processes generally follow easily identifiable stages like project planning, requirement definition, design, development, testing, integration, installation, acceptance and support. However, they differ from traditional manufacturing project stages in various ways. Firstly, we need to give time and cost estimates to the customers in advance without actually knowing its exact nature, which make software projects very risky and uncertain. Secondly, to judge the requirements in diverse domain areas with almost the same set of manpower requires a lot of flexibility on the part of employees and management. Then fast rate of changes in technologies, customer requirements, possibility of unexpected number of employees leaving the organization make the task even more complicated. Integrating the complete solution, implementing it in successful ways, and making the end-user understand the software and changes in the traditional processes are all part of the software development life cycle. More and more global companies are outsourcing their software development projects to offshore software development destinations like India which are
throwing new challenges in terms of requirements specifications, cultural differences, effective communication, security of valuable information, more rigorous legal, governance and compliance standards.

Because of challenges posed by software development risks many approaches have been proposed to improve the development process. These approaches include various computer-aided software engineering (CASE) tools, enterprise project management tools, conceptual tools like various quality, coding, process standards, models, and frameworks, and various software engineering models like traditional waterfall and spiral model.

In some cases, modeling and design tools are widely used and include Rational Rose [1, 2], versioning control tools like CVS, various testing and bug-tracking tools like Bugzilla, integrated development environment and automatic code generation tools like Visual Studio, Jcreator, Dreamweaver and others. Requirements development and management have always been critical in the implementation of software systems. Some automated tools are also available to support requirements management. The use of these tools not only provides support in the definition and tracing of requirements, but also opens the door to effective use of metrics in characterizing and assessing testing. Metrics are important because of the benefits associated with early detection and correction of problems with requirements [3].

Enterprise project management tools are found to provide a wide range of functions. Among these are scheduling, resource allocation, and cost estimating, budgeting, and collaborating. It is important to note that these tools emphasize project performance relative to resource consumption within a given set of time constraints (i.e. progress and dates). Some of the popular enterprise project management tools include Welcome product suite, Microsoft project 2002, Primavera P3e suite. While interest and investment in CASE and project management tools are rising steadily, actual experiences with tools have exhibited more ambiguity. There has been no systematic examination or formulation of the organizational changes surrounding CASE tools [4]. The major challenge is to develop quality software in a reliable and repeatable manner while improving productivity [5].

On the conceptual front all these challenges gradually led to development of capability maturity model (CMM) and concept of ‘Balanced Scorecard’. The concept of ‘Balanced Scorecard’ [6] developed in the early 1990s by Kaplan and Norton represented an advance in the field of measuring enterprise performance, providing a framework for companies to evaluate both financial and ‘non-financial’, or ‘extra-financial’ measures such as quality, customer and employee satisfaction. This framework was widely used for enterprise-level planning, control and monitoring by software companies. However, it suffers from limitations of over reliance on expert judgments for decision making.

CMM [7] was developed in the early 1990s by Carnegie Mellon’s Software Engineering Institute (SEI). Since then many versions of this model appeared and are widely accepted as most rigorous and best standard by software industry throughout the world. What led to instant success of this model is its ability to focus not only on external processes but also provide a framework for continuous improvements of internal processes in the company.
The CMM establishes an yardstick against which it is possible to judge, in a repeatable way, the maturity of an organization's software process and compare it to the state of the practice of the industry. The CMM can also be used by an organization to plan improvements to its software development processes.

However, implementing the CMM framework is a very challenging problem for three fundamental reasons. First is the issue of recognizing all input/output parameters in real time, which influence various key process areas. Second, methodologies for quantification, optimization, and continuous improvement of these processes are vague. Third is the issue of synchronization of these processes with overall organizational objectives, profitability, efficiency, and growth.

Our primary focus in this study is to develop a model to analyze risk management (CMM level 3), quality management (CMM level 4), quantification of processes (CMM level 4), and defect prevention, continuous improvement and optimization (CMM level 5). Then based on analysis we also suggest improvement into various processes, which should be cost effective and suited for particular organization culture.

Software development process analysis is an important first step towards making the process more efficient and profitable. However, analysis is difficult not only due to its complex nature because of large number of subsystems involved and dynamic interaction and influence of one over another, but also because it is difficult to quantify their contribution and influence on the software development process as a whole. For example, technical expertise of manpower and quality of software developed are two important factors affect-
ing any software company. However, technical expertise in itself can play an important role in the quality of software delivered, at the same time it may also lead to cost and time overrun, which may have negative consequences for the project. Similarly, the quality of software also depends upon the processes adopted for quality control and on the amount of time and funds available for the project. Also, the resources of an enterprise are limited so not all sources of risk can be immediately eliminated and priorities need to be established. Studying the various processes of a software development life cycle and measuring their impact in quantitative terms is one of the important objectives of this study. Again identification of key sources of risk and the ability to measure the level of its harmfulness on the system as a whole is another important objective of this study. In this paper, various risk sources for a software enterprise have been identified and a new approach based on analytical hierarchy process [8] and fuzzy set theory [9–11] has been suggested as effective tool for enterprise risk evaluation and continuous mitigation.

2. Literature review

Many researchers have tackled problems related to software development processes, practices and tools, multicriteria and multiattribute decision-making, risk management and fuzzy set theory.

Wiegers [12] points out unstated expectations as major source of software project failure which can lead to erroneous assumptions, unfulfilled dependencies, unexpected risks and disappointed customers. He emphasizes the importance of documenting the requirements thoroughly, precisely and without ambiguity. Mall [13] gives an overview of software engineering practices and covers almost every aspect of software engineering in brief.

Ming and Smidts [14] deal with ranking of software engineering measures based on expert opinion. Over reliance on expert opinion is a major limitation of this study. These theories, methodologies and tools need to be subjected to rigorous test of practices to live up to their perceived expectations and promises.

Many methodologies are available [9, 10] in the literature for multicriteria and multiattribute decision-making including data envelopment analysis [15], analytical hierarchy process [16], multiattribute utility theory [17], and Bayesian analysis and outranking methods [19]. The AHP, designed to solve complex problems of multiple criteria involving both qualitative and quantitative parameters, was proposed by Saaty in early 1970s. The application of AHP is based on four basic principles, namely, decomposition, prioritization, synthesis and consistency. Among others, Rong et al. [20], Hafeez et al. [21], and Kumar et al. [22] have demonstrated the effectiveness of AHP to solve real-life industrial problems. Kumar and colleagues [23–25] have tackled the problem of enterprise-level planning and control with multiple criteria which include parameters like capacity, productivity, profitability, environment and safety involving a number of decision-making units (DMUs).

The acceptance of term risk is universal and it penetrates every discipline of the society. Each discipline visualizes risk in its own understanding. The concept of risk management varies from macro to micro level. Several authors have highlighted the objectives of establishing risk assessment and mitigation process [26, 27]. However, due to the dynamic nature of interaction between various risk sources understanding of their relationship is
imprecise which can be equated with fuzziness. Further, they require far more detailed description than is usually available for analysis. Application of the fuzzy set theory is an effective tool to handle these kinds of real-life situations.

The theory of fuzzy set proposed by Zadeh [11] provides a strict mathematical framework in which vague conceptual phenomena can be precisely and rigorously studied. It has led to a paradigm shift in the way problems are solved in various disciplines. It can also be considered as a modeling language well suited for situations in which fuzzy relations, criteria and phenomena exist.

3. Risk management—A must for every software enterprise

Most software development projects fail to deliver acceptable systems on time and within budget. Many studies were conducted to study software project failure rate at global level including the Conference Board Survey 2001. Their key findings suggest that 40% of software projects failed to achieve their business case within one year of going live and project costs were found to be on average 25% over budget from the original estimates. Traditionally, user requirements, inadequate user documentation, excessive schedule pressure, low quality, low user satisfaction, cost overruns were considered some of the major risk sources for software projects. However, increasing concern over security, legal problems, rising cost of software development, and HR-related problems necessitates that these factors should also be taken into account in risk management [4, 7, 18].

Much of the failure could be avoided by managers proactively planning for dealing with risk factors rather than waiting for problems to occur and then trying to react. Usually, this reaction is too little and too late, because by the time the problem is fully recognized, the schedule has already slipped, a considerable investment has been made, and the product quality has suffered due to introduction of errors or workaround. Risk management is an important tool to provide insight into potential problem areas and to identify, address, and eliminate them before they derail the project. Software risk management is important because it helps avoid disasters, rework, and overkill, but more importantly because it stimulates win–win situations [3]. A typical risk assessment and mitigation system may follow the following cycle (Fig. 1):

Typical internal and external factors causing risk in the software industry include the following:

(i) Improper planning: Uncertain requirement, unprecedented efforts—estimates unavailable, infeasible design, unavailable technology, unrealistic schedule estimates or allocation, lack of flexibility in planning process.

(ii) Inventory-related problems: Uncertain or inadequate subcontractor capability, uncertain or inadequate vendor capability, poor quality of software/hardware supplied, excessive inventory level.

(iii) HR-related problems: Inadequate staffing and skills, lack of match between employee skill sets and project requirements, improper and rigid hiring policy, inconsistency in employee perception level, improper method of employee performance evaluation, conflict between employee and top management, short-term goal and local optimization, preference to self interest over organization interest, improper training program.
(iv) **Customer-related problems:** Risk from product rejection by the customer, risk from change in customer requirements, risk from project not delivered on time, risk from improper understanding of customer requirements, risk of losing other opportunities due to lack of customer satisfaction.

(v) **Security-related problems:** Risk from lack of technology for security handling, reactive approach of security in place of proactive approach, misapplication of scarce security resources, ineffective security goal setting, measurement, and achievement, misalignment between security goals and organizational drivers, risk due to theft or loss of valuable information due to security-related problems, risk from high cost of security management.

(vi) **Quality-related problems:** Poor product performance, lack of additional features, poor reliability of the product, nonconformance with specifications, lack of durability of product, lack of serviceability, lack of aesthetics, perceived quality of the product, lack of security features, lack of customer focus, faulty tool and techniques used for quality measurement, ease of training by the end-user, ability to integrate with legacy system of the customer, methodology of software engineering measures (bugs per line of code, code defect density, design defect density, failure rate, function point analysis, man hours per major defect detected, mean time to failure, requirement compliance, requirements specification change request, requirement traceability).

(vii) **Communication-related problems:** Risk due to delay in decision-making process, risk due to delay in information transfer, risk due to distortion of information, risk due to lack of proper communication between customer and team members.

(viii) **Miscellaneous problems:** Risk from fast technological change, risk from political uncertainty and government policy change, risk from lack of R&D effort and culture in the organization, ineffective utilization of available resources, financial risk, risk from recession from world economy, risk due to lack of overall system optimization, risk from foreign
exchange fluctuations, risk from increasing software development cost, risk from litigation expense.

All the factors listed above are important sources of risk in the software industry. It is also important to understand that some of these sources are critical and their impact is profound across various processes of software development. Proper evaluation of all these factors and identification of key risk sources and subsequently their reduction or elimination with minimum cost and resources is necessary to make system more efficient and profitable and to gain competitive advantage in the market.

4. Proposed methodology

Methodology to be adopted for this study is four fold—first to identify the major risk factors, then able to quantify most of them, prioritize the factors based on their potential for causing risk to the organization and finally developing a general-purpose risk management software. These four stages can be summarized as

- **Identification** of the various sources of risk in the organization
- **Quantification** of these sources and estimation of their effect on the software development system as a whole.
- **Prioritization** of these sources according to their effect and importance in causing harm to the organization. Then, suggesting means to their elimination or reduction according to practical feasibility and requirement of the management.
- **Development of a general-purpose software**, which by giving suitable input, will be able to quantify and prioritise various risk sources. Also, it will be able to give estimates about how much elimination of any particular risk source expected to benefit the management and how much cost it is likely to incur.

The proposed methodology can be implemented as follows:

4.1. *Identification and quantification of key risk sources*

The constraints of time and cost make it impossible to eliminate all forms of risk in any enterprise, so an effective way to eliminate key sources of risk and continuous improvement of risk control process is required. Identifying and quantifying the key sources of risk that should be eliminated is an important first step towards achieving this. Figure 2 displays various potential risk sources identified and classified for a typical software enterprise. Then harmfulness of each type of risk on the system as a whole is proposed to be determined.

Some factors like risk from project rejection by customers, risk due to theft or loss of valuable information, risk from high cost of security management, risk from excessive inventory level, financial risk, risk from currency fluctuations, risk from increasing software development cost are relatively easy to quantify and estimate in monetary terms and their harmfulness on the system as a whole can be determined. For example, consider risk due to security-related problems. The cost of security-related problems on a software enterprise are a function of fixed and variable costs. Fixed costs include those costs that are independ-
Fig. 2. Risk identification and breakdown structure for software development process.

ent of the software developed like cost of maintaining firewalls, gateways, etc. These costs can result in increased capital and operating costs for software enterprise. Variable costs are those that vary directly with the software developed. Methodology that examines the cost impact of security-related problems can be based on crude estimates of the order of magnitude of fixed and variable costs. For this, reliability analysis of failure due to security-related problems is done and hazard function is determined.

Then cost model of security-related problems on software system can be given as:

\[
GRPC = \frac{T_d}{MTBF} \times [FC + (VC \times MTTR)]
\]
where,

\( GPRC \): Security-related problem costs;
\( T_d \): Designed scheduled operating life;
\( MTBF \): Mean time between failures;
\( FC \): Fixed cost for a single security-related failure;
\( VC \): Variable costs for a single security-related failure per man days of down time;
\( MTTR \): Mean time to repair the subsystem and bring it to its designed capacity.

Similar reliability models for other kinds of failure can be developed and their impact in the monetary term can be calculated.

Some other factors like lack of flexibility in planning process, risk from project not delivered on time, traditional software engineering measures, efforts estimate, various quality and reliability metrics, project schedule estimates have a number of empirical and analytical models which can be correlated with monetary gain or loss. Other factors are harder to quantify and innovative and focused research is required to quantify them in monetary term or judge their impact on the system as a whole. Expert judgment can be used as alternative option if no other suitable quantification model is feasible. Our literature review revealed that any of the present-day software engineering or quantification model is far below the level of challenges posed by the requirement of such a system.

Not all sources of risk are key sources. By key sources is meant the sources of most harmful types of risk that arise within software development process and those that are likely to cause other forms of risk and waste, that is those that are strongly correlated with the generation of other forms of risk and waste and whose elimination will suppress the generation of the strongly correlated forms of risk and waste. The risk due to different sources dynamically interacts with each other, but poor quality of information and vague benchmarks make it difficult to determine the degree of correlation. Hence, the various sources of risk are not easily evaluated and summarized into key risk sources. Understanding of the relations between the forms of risk is thus imprecise, which can be equated with fuzziness. To a great extent, software development process evaluation problem is a fuzzy unstructured decision problem.

To analyze the fuzzy relations among various risk types and identify the key sources of risk, the AHP and fuzzy set theory are proposed as effective tools. The proposed method consists of three steps: evaluating, clustering and ranking. First, a risk evaluation index system is established through the AHP to systematically measure the harmfulness of each risk source to determine which are most harmful. Here, attempts are being made to quantify the important source of risk and where quantification is not possible based on expert judgement decision is taken.

4.2. Clustering

After evaluation of software development process and identification of the various forms of risk and its degree of harmfulness, fuzzy clustering is used to cluster more harmful forms of risk on the basis of their fuzzy correlation and categorize the various risk sources into key
risk sources (Fig. 3). Expert grading method is used to estimate the correlation between objects. The correlation between two risk sources is (0, 1). The bigger the number, the stronger the correlation is. After generating tolerance matrix and transforming it into fuzzy equivalence matrix, more harmful sources of risk that are strongly correlated can be clustered into a single risk source. This stage is likely to bring down the number of unmanageable risk sources into manageable few.

4.3. Ranking

The priorities by which key forms of risk should be eliminated are ranked based on the following important principles:

- Overall optimization of the software development process
- Consistency with the software enterprise development strategy
- Consistency with corporate technology level
- Consistency with skill set of the employees and management
- Its cost on the software company and time period required for improvement (shorter the better)
- Best quality product development and customer satisfaction
- Efficient use of various inputs going into software development process.

In the ranking process, first the primary elimination measure for each key risk source is determined. By evaluating these measures with regard to enterprise conditions, the key risk source to be eliminated can be decided and this will correspond to the most appropriate measures for the enterprise optimization process. Fuzzy comprehensive evaluation can be used for this purpose.

Based on the analysis results important risk sources are analyzed closely and improvement measure is proposed to be selected after which the benefits in terms of efficiency and profitability of software development process can be determined.

As seen from the flow diagram of Fig. 3, if the previous three stages are followed and appropriate elimination plan is implemented in focused manner, harmfulness from this particular key risk source is likely to be eliminated or considerably reduced. It should be monitored on a continuous basis and all steps are repeated to find the next potential key risk sources. All these steps are repeated till risk factors from all key sources are eliminated or considerably reduced. In due course, many of the above-mentioned risk sources are likely to be nonexistent or irrelevant, while many new ones can arise and should be included in the model, which may be different for a particular enterprise.

4.4. Development of computer software for risk evaluation and quantification

User-friendly computer software can be developed, which can quantify, cluster and rank the various sources of risk by giving suitable input. Accordingly, management will be able to generate useful information for elimination of risk sources and their effect on the software development process.
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FIG. 3. Flow diagram of software risk-evaluation system [modified from [8]].

5. Model validation and tool development

Validation and implementation of the model to the scale, which is required for this kind of research, is yet to be fully realized. However, preliminary attempt of its validation based on information collected from a middle-level consultant of a fast-growing CMM-level 5 company has been done. This company is situated at Technopark, Thiruvananthapuram, and it relies on audits, reviews and testing for risk and quality management. However, no specific information regarding quantification of quality and customer satisfaction level has been provided.

Based on information, which is related with breakdown structure for software enterprise in Fig. 2, data was collected in April 2005, which identifies two most important risk sources
Table II
Two most important risk sources as identified by model validation

<table>
<thead>
<tr>
<th>Category</th>
<th>Two most important risk sources</th>
</tr>
</thead>
<tbody>
<tr>
<td>Improper planning</td>
<td>➢ Uncertain requirements</td>
</tr>
<tr>
<td></td>
<td>➢ Estimates unavailable</td>
</tr>
<tr>
<td>Customer-related problems</td>
<td>➢ Risk from change in customer requirements</td>
</tr>
<tr>
<td></td>
<td>➢ Product rejection by the customer</td>
</tr>
<tr>
<td>Security-related problems</td>
<td>➢ Reactive approach of security</td>
</tr>
<tr>
<td></td>
<td>➢ Risk due to loss of valuable information</td>
</tr>
<tr>
<td>Quality-related problems</td>
<td>➢ Nonconformance with specifications</td>
</tr>
<tr>
<td></td>
<td>➢ Poor product performance</td>
</tr>
<tr>
<td>Miscellaneous problems</td>
<td>➢ Ineffective utilization of available resources</td>
</tr>
<tr>
<td>Overall</td>
<td>➢ Risk from lack of R&amp;D culture</td>
</tr>
<tr>
<td></td>
<td>➢ Customer-related problems</td>
</tr>
<tr>
<td></td>
<td>➢ Miscellaneous problems</td>
</tr>
</tbody>
</table>

in each category (Table II). However, these results are not conclusive, as the authors did not verify practices and processes of the company.

A web-based system for risk evaluation, quantification and multicriteria decision-making using Java-based technologies (JSP/Servlets), Mysql database and Apache tomcat application server were already started (see Fig. 4 for screenshot of one such interface) and plan to make it available in public domain after its completion.

6. Conclusion

Enterprise risk management is one of the most important strategic business tools to manage effectively a variety of risks to gain competitive advantage and add value to the firm. This

FIG. 4. Web-based interface for enterprise risk evaluation.
study has identified the various external and internal risk sources in a software enterprise. Authors have proposed a scientific model based on AHP and fuzzy set theory to prioritize various risk sources and developed a framework for their continuous elimination by adopting enterprise-specific strategy. The paper also emphasizes the dynamic interactions between these factors and their suggested importance, quantification to judge the impact on software enterprise as a whole. This model is highly flexible and customizable according to specific enterprise need. Fuzzy clustering is proposed to cluster risk factors, which are closely correlated to each other and are likely to have common source of problems to enable their effective mitigation. However, quantifying (preferably in monetary terms) various risk sources and improvements required for their effective mitigation can be some of the potential directions in which this work can be extended.

Based on preliminary attempt of model validation with a CMM level-5 company it can be said that uncertain requirements, change in requirements, reactive approach of security, nonconformance with specifications and ineffective utilization of available resources are some of the major risk sources for this enterprise. Software enterprises can apply this new approach in their project and enterprise risk management to improve efficiency, performance, profitability and to meet rising enterprise management challenges.
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